**Python 1 Week Preparation :**

**Day 1:**

**Qn 1: Plus Minus**

Given an array of integers, calculate the ratios of its elements that are *positive*, *negative*, and *zero*. Print the decimal value of each fraction on a new line with  places after the decimal.

**Note:** This challenge introduces precision problems. The test cases are scaled to six decimal places, though answers with absolute error of up to  are acceptable.

**Example**

There are  elements, two positive, two negative and one zero. Their ratios are ,  and . Results are printed as:

0.400000

0.400000

0.200000

**Function Description**

Complete the *plusMinus* function in the editor below.

plusMinus has the following parameter(s):

* *int arr[n]*: an array of integers

**Print**  
Print the ratios of positive, negative and zero values in the array. Each value should be printed on a separate line with  digits after the decimal. The function should not return a value.

**Input Format**

The first line contains an integer, , the size of the array.  
The second line contains  space-separated integers that describe .

**Constraints**

**Output Format**

**Print** the following  lines, each to  decimals:

1. proportion of positive values
2. proportion of negative values
3. proportion of zeros

**Sample Input**

STDIN Function

----- --------

6 arr[] size n = 6

-4 3 -9 0 4 1 arr = [-4, 3, -9, 0, 4, 1]

**Sample Output**

0.500000

0.333333

0.166667

**Explanation**

There are  positive numbers,  negative numbers, and  zero in the array.  
The proportions of occurrence are positive: , negative:  and zeros:

**My Answer :**

#!/bin/python3

import math

import os

import random

import re

import sys

#

# Complete the 'plusMinus' function below.

#

# The function accepts INTEGER\_ARRAY arr as parameter.

#

def plusMinus(arr):

    n = len(arr)

    # Initialize counters for positive, negative, and zero values

    positive\_count = 0

    negative\_count = 0

    zero\_count = 0

    # Loop through the array and classify each element

    for num in arr:

        if num > 0:

            positive\_count += 1

        elif num < 0:

            negative\_count += 1

        else:

            zero\_count += 1

    # Calculate the ratios

    positive\_ratio = positive\_count / n

    negative\_ratio = negative\_count / n

    zero\_ratio = zero\_count / n

    # Print the ratios with 6 decimal places

    print(f"{positive\_ratio:.6f}")

    print(f"{negative\_ratio:.6f}")

    print(f"{zero\_ratio:.6f}")

if \_\_name\_\_ == '\_\_main\_\_':

    n = int(input().strip())

    arr = list(map(int, input().rstrip().split()))

    plusMinus(arr)

**Qn 2: Min-Max Sum**

Given five positive integers, find the minimum and maximum values that can be calculated by summing exactly four of the five integers. Then print the respective minimum and maximum values as a single line of two space-separated long integers.

**Example**

The minimum sum is  and the maximum sum is . The function prints

16 24

**Function Description**

Complete the *miniMaxSum* function in the editor below.

miniMaxSum has the following parameter(s):

* *arr*: an array of  integers

**Print**

Print two space-separated integers on one line: the minimum sum and the maximum sum of  of  elements.

**Input Format**

A single line of five space-separated integers.

**Constraints**

**Output Format**

Print two space-separated long integers denoting the respective minimum and maximum values that can be calculated by summing exactly *four* of the five integers. (The output can be greater than a 32 bit integer.)

**Sample Input**

1 2 3 4 5

**Sample Output**

10 14

**Explanation**

The numbers are , , , , and . Calculate the following sums using four of the five integers:

1. Sum everything except , the sum is .
2. Sum everything except , the sum is .
3. Sum everything except , the sum is .
4. Sum everything except , the sum is .
5. Sum everything except , the sum is .

**Hints:** Beware of integer overflow! Use 64-bit Integer.

**My Answer :**

#!/bin/python3

import math

import os

import random

import re

import sys

#

# Complete the 'miniMaxSum' function below.

#

# The function accepts INTEGER\_ARRAY arr as parameter.

#

def miniMaxSum(arr):

    # Sort the array

    arr.sort()

    # Calculate the minimum and maximum sums

    min\_sum = sum(arr[:4])  # Sum of the smallest four numbers

    max\_sum = sum(arr[1:])  # Sum of the largest four numbers

    # Print the results

    print(min\_sum, max\_sum)

if \_\_name\_\_ == '\_\_main\_\_':

    arr = list(map(int, input().rstrip().split()))

    miniMaxSum(arr)

**Qn 3: Time Conversion**

Given a time in [-hour AM/PM format](https://en.wikipedia.org/wiki/12-hour_clock), convert it to military (24-hour) time.

Note: - 12:00:00AM on a 12-hour clock is 00:00:00 on a 24-hour clock.  
- 12:00:00PM on a 12-hour clock is 12:00:00 on a 24-hour clock.

**Example**

* Return '12:01:00'.
* Return '00:01:00'.

**Function Description**

Complete the *timeConversion* function in the editor below. It should return a new string representing the input time in 24 hour format.

timeConversion has the following parameter(s):

* *string s*: a time in  hour format

**Returns**

* *string*: the time in  hour format

**Input Format**

A single string  that represents a time in -hour clock format (i.e.:  or ).

**Constraints**

* All input times are valid

**Sample Input**

07:05:45PM

**Sample Output**

19:05:45

**My Answer :**

#!/bin/python3

import math

import os

import random

import re

import sys

#

# Complete the 'timeConversion' function below.

#

# The function is expected to return a STRING.

# The function accepts STRING s as parameter.

#

def timeConversion(s):

    # Extract the hour, minute, and second

    hour = int(s[:2])

    minute\_second = s[2:8]

    period = s[-2:]  # AM or PM

    # Convert hour based on AM/PM

    if period == "AM":

        if hour == 12:

            hour = 0  # Midnight case

    elif period == "PM":

        if hour != 12:

            hour += 12  # Convert PM hour to 24-hour format

    # Format the hour to ensure two digits and return the result

    return f"{hour:02}{minute\_second}"

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    s = input()

    result = timeConversion(s)

    fptr.write(result + '\n')

    fptr.close()

**Mock Test 1 :**

[Click here](https://drive.google.com/file/d/1PL_RqdJMhoW6DuYA2NP_Mg2N-GHeuSDQ/view?usp=drivesdk) to view my Test Report

**Day 2 :**

**Qn 1 : Lonely Integer**

Given an array of integers, where all elements but one occur twice, find the unique element.

**Example**

The unique element is .

**Function Description**

Complete the *lonelyinteger* function in the editor below.

lonelyinteger has the following parameter(s):

* *int a[n]*: an array of integers

**Returns**

* *int:* the element that occurs only once

**Input Format**

The first line contains a single integer, , the number of integers in the array.  
The second line contains  space-separated integers that describe the values in .

**Constraints**

* It is guaranteed that  is an odd number and that there is one unique element.
* , where .

**My Answer :**

#!/bin/python3

import math

import os

import random

import re

import sys

#

# Complete the 'lonelyinteger' function below.

#

# The function is expected to return an INTEGER.

# The function accepts INTEGER\_ARRAY a as parameter.

#

def lonelyinteger(a):

    unique = 0

    for num in a:

        unique ^= num

    return unique

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    n = int(input().strip())

    a = list(map(int, input().rstrip().split()))

    result = lonelyinteger(a)

    fptr.write(str(result) + '\n')

    fptr.close()

**Qn 2 : Diagonal Difference**

Given a square matrix, calculate the absolute difference between the sums of its diagonals.

For example, the square matrix  is shown below:

1 2 3

4 5 6

9 8 9

The left-to-right diagonal = . The right to left diagonal = . Their absolute difference is .

**Function description**

Complete the  function in the editor below.

diagonalDifference takes the following parameter:

* *int arr[n][m]*: an array of integers

**Return**

* *int*: the absolute diagonal difference

**Input Format**

The first line contains a single integer, , the number of rows and columns in the square matrix .  
Each of the next  lines describes a row, , and consists of  space-separated integers .

**Constraints**

**Output Format**

Return the absolute difference between the sums of the matrix's two diagonals as a single integer.

**Sample Input**

3

11 2 4

4 5 6

10 8 -12

**Sample Output**

15

**Explanation**

The primary diagonal is:

11

5

-12

Sum across the primary diagonal: 11 + 5 - 12 = 4

The secondary diagonal is:

4

5

10

Sum across the secondary diagonal: 4 + 5 + 10 = 19  
Difference: |4 - 19| = 15

**Note:** |x| is the [absolute value](https://www.mathsisfun.com/numbers/absolute-value.html) of x

**My Answer :**

#!/bin/python3

import math

import os

import random

import re

import sys

#

# Complete the 'diagonalDifference' function below.

#

# The function is expected to return an INTEGER.

# The function accepts 2D\_INTEGER\_ARRAY arr as parameter.

#

def diagonalDifference(arr):

    n = len(arr)

    primary\_sum = 0

    secondary\_sum = 0

    for i in range(n):

        primary\_sum += arr[i][i]

        secondary\_sum += arr[i][n-1-i]

    return abs(primary\_sum - secondary\_sum)

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    n = int(input().strip())

    arr = []

    for \_ in range(n):

        arr.append(list(map(int, input().rstrip().split())))

    result = diagonalDifference(arr)

    fptr.write(str(result) + '\n')

    fptr.close()

**Qn 3 : Counting sort 1**

**Comparison Sorting**  
Quicksort usually has a running time of , but is there an algorithm that can sort even faster? In general, this is not possible. Most sorting algorithms are *comparison sorts*, i.e. they sort a list just by comparing the elements to one another. A comparison sort algorithm cannot beat  (worst-case) running time, since  represents the minimum number of comparisons needed to know where to place each element. For more details, you can see [these notes](http://www.cs.cmu.edu/~avrim/451f11/lectures/lect0913.pdf) (PDF).

**Alternative Sorting**  
Another sorting method, the *counting sort*, does not require comparison. Instead, you create an integer array whose index range covers the entire range of values in your array to sort. Each time a value occurs in the original array, you increment the counter at that index. At the end, run through your counting array, printing the value of each non-zero valued index that number of times.

**Example**

All of the values are in the range , so create an array of zeros, . The results of each iteration follow:

i arr[i] result

0 1 [0, 1, 0, 0]

1 1 [0, 2, 0, 0]

2 3 [0, 2, 0, 1]

3 2 [0, 2, 1, 1]

4 1 [0, 3, 1, 1]

The frequency array is . These values can be used to create the sorted array as well: .

**Note**  
For this exercise, always return a frequency array with 100 elements. The example above shows only the first 4 elements, the remainder being zeros.

**Challenge**  
Given a list of integers, count and return the number of times each value appears as an array of integers.

**Function Description**

Complete the *countingSort* function in the editor below.

countingSort has the following parameter(s):

* *arr[n]:* an array of integers

**Returns**

* *int[100]:* a frequency array

**Input Format**

The first line contains an integer , the number of items in .  
Each of the next  lines contains an integer  where .

**Constraints**

**Sample Input**

100

63 25 73 1 98 73 56 84 86 57 16 83 8 25 81 56 9 53 98 67 99 12 83 89 80 91 39 86 76 85 74 39 25 90 59 10 94 32 44 3 89 30 27 79 46 96 27 32 18 21 92 69 81 40 40 34 68 78 24 87 42 69 23 41 78 22 6 90 99 89 50 30 20 1 43 3 70 95 33 46 44 9 69 48 33 60 65 16 82 67 61 32 21 79 75 75 13 87 70 33

**Sample Output**

0 2 0 2 0 0 1 0 1 2 1 0 1 1 0 0 2 0 1 0 1 2 1 1 1 3 0 2 0 0 2 0 3 3 1 0 0 0 0 2 2 1 1 1 2 0 2 0 1 0 1 0 0 1 0 0 2 1 0 1 1 1 0 1 0 1 0 2 1 3 2 0 0 2 1 2 1 0 2 2 1 2 1 2 1 1 2 2 0 3 2 1 1 0 1 1 1 0 2 2

**Explanation**

Each of the resulting values  represents the number of times  appeared in .

**My Answer :**

#!/bin/python3

import math

import os

import random

import re

import sys

#

# Complete the 'countingSort' function below.

#

# The function is expected to return an INTEGER\_ARRAY.

# The function accepts INTEGER\_ARRAY arr as parameter.

#

def countingSort(arr):

    # Initialize a list of 100 zeros to store the frequency of each number

    count = [0] \* 100

    # Loop through the input array and update the count for each number

    for num in arr:

        count[num] += 1

    # Return the frequency array

    return count

if \_\_name\_\_ == '\_\_main\_\_':

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    n = int(input().strip())  # Read the number of elements in the array

    arr = list(map(int, input().rstrip().split()))  # Read the array of integers

    result = countingSort(arr)  # Call the countingSort function

    fptr.write(' '.join(map(str, result)))  # Write the result to the output file

    fptr.write('\n')

    fptr.close()  # Close the output file

**Mock Test 2 : Flipping The Matrix**

#!/bin/python3

def flippingMatrix(matrix):

    n = len(matrix) // 2  # Calculate n from the 2n size matrix

    max\_sum = 0

    # Iterate over the nxn submatrix in the upper-left quadrant

    for i in range(n):

        for j in range(n):

            # Calculate the maximum value obtainable from the 4 corresponding quadrants

            max\_value = max(

                matrix[i][j],  # Top-left

                matrix[i][2 \* n - j - 1],  # Top-right

                matrix[2 \* n - i - 1][j],  # Bottom-left

                matrix[2 \* n - i - 1][2 \* n - j - 1]  # Bottom-right

            )

            max\_sum += max\_value

    return max\_sum

if \_\_name\_\_ == '\_\_main\_\_':

    q = int(input().strip())  # Number of queries

    for \_ in range(q):

        n = int(input().strip())  # Dimension of the submatrix

        matrix = []

        for \_ in range(2 \* n):

            matrix.append(list(map(int, input().rstrip().split())))

        result = flippingMatrix(matrix)

        print(result)

**Day 3 :**

**Qn 1 : Zig Zag Sequence**

In this challenge, the task is to debug the existing code to successfully execute all provided test files.

Given an array of  distinct integers, transform the array into a zig zag sequence by permuting the array elements. A sequence will be called a zig zag sequence if the first  elements in the sequence are in increasing order and the last  elements are in decreasing order, where . You need to find the *lexicographically smallest* zig zag sequence of the given array.

**Example**.

Now if we permute the array as , the result is a zig zag sequence.

Debug the given function findZigZagSequence to return the appropriate zig zag sequence for the given input array.

**Note:** You can modify at most *three* lines in the given code. You cannot add or remove lines of code.

*To restore the original code, click on the icon to the right of the language selector.*

**Input Format**

The first line contains  the number of test cases. The first line of each test case contains an integer , denoting the number of array elements. The next line of the test case contains  elements of array .

**Constraints**

 (*is always odd*)

**Output Format**

For each test cases, print the elements of the transformed zig zag sequence in a single line.

**My Answer :**

def findZigZagSequence(a, n):

    a.sort()  # Sort the array to get the lexicographically smallest order

    # Find the middle element (pivot) for the zig-zag

    mid = (n - 1) // 2

    # Swap the middle element with the last element

    a[mid], a[n-1] = a[n-1], a[mid]

    # Reverse the second half of the array

    st = mid + 1

    ed = n - 2  # The second half starts from mid+1 and ends at n-2

    while st <= ed:

        a[st], a[ed] = a[ed], a[st]

        st += 1

        ed -= 1

    # Output the result

    print(\*a)

# Input and execution logic

test\_cases = int(input())  # Read number of test cases

for cs in range(test\_cases):

    n = int(input())  # Read number of elements in the array

    a = list(map(int, input().split()))  # Read the array

    findZigZagSequence(a, n)  # Call the function for each test case

**Qn 2 : Tower Breakers**

Two players are playing a game of Tower Breakers! Player  always moves first, and both players always play optimally.The rules of the game are as follows:

* Initially there are  towers.
* Each tower is of height .
* The players move in alternating turns.
* In each turn, a player can choose a tower of height  and reduce its height to , where  and  [evenly divides](https://en.wiktionary.org/wiki/evenly_divisible) .
* If the current player is unable to make a move, they lose the game.

Given the values of  and , determine which player will win. If the first player wins, return . Otherwise, return .

**Example**. 

There are  towers, each  units tall. Player  has a choice of two moves:  
- remove  pieces from a tower to leave  as   
- remove  pieces to leave

Let Player  remove . Now the towers are  and  units tall.

Player  matches the move. Now the towers are both  units tall.

Now Player  has only one move.

Player  removes  pieces leaving . Towers are  and  units tall.  
Player  matches again. Towers are both  unit tall.

Player  has no move and loses. Return .

**Function Description**

Complete the *towerBreakers* function in the editor below.

towerBreakers has the following paramter(s):

* *int n:* the number of towers
* *int m:* the height of each tower

**Returns**

* *int:* the winner of the game

**Input Format**

The first line contains a single integer , the number of test cases.  
Each of the next  lines describes a test case in the form of  space-separated integers,  and .

**Constraints**

**Sample Input**

STDIN Function

----- --------

2 t = 2

2 2 n = 2, m = 2

1 4 n = 1, m = 4

**Sample Output**

2

1

**Explanation**

We'll refer to player  as  and player  as

In the first test case,  chooses one of the two towers and reduces it to . Then  reduces the remaining tower to a height of . As both towers now have height ,  cannot make a move so  is the winner.

In the second test case, there is only one tower of height .  can reduce it to a height of either  or .  chooses  as both players always choose optimally. Because  has no possible move,  wins.

**My Answer :**

#!/bin/python3

import os

# Complete the 'towerBreakers' function below.

#

# The function is expected to return an INTEGER.

# The function accepts following parameters:

#  1. INTEGER n - number of towers

#  2. INTEGER m - height of each tower

#

def towerBreakers(n, m):

    # If the height of the towers is 1, Player 1 has no valid moves and loses.

    if m == 1:

        return 2  # Player 2 wins if m = 1

    # If n is odd, Player 1 wins. If n is even, Player 2 wins.

    if n % 2 == 1:

        return 1  # Player 1 wins if the number of towers is odd

    else:

        return 2  # Player 2 wins if the number of towers is even

if \_\_name\_\_ == '\_\_main\_\_':

    # Open the file to write the output

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    # Read number of test cases

    t = int(input().strip())

    for t\_itr in range(t):

        # Read the input for each test case

        first\_multiple\_input = input().rstrip().split()

        n = int(first\_multiple\_input[0])  # Number of towers

        m = int(first\_multiple\_input[1])  # Height of each tower

        # Call the function to determine the winner

        result = towerBreakers(n, m)

        # Write the result to the output file

        fptr.write(str(result) + '\n')

    # Close the output file

    fptr.close()

**Qn 3 : Caesar Cipher**

Julius Caesar protected his confidential information by encrypting it using a cipher. [Caesar's cipher](https://en.wikipedia.org/wiki/Caesar_cipher) shifts each letter by a number of letters. If the shift takes you past the end of the alphabet, just rotate back to the front of the alphabet. In the case of a rotation by 3, w, x, y and z would map to z, a, b and c.

Original alphabet: abcdefghijklmnopqrstuvwxyz

Alphabet rotated +3: defghijklmnopqrstuvwxyzabc

**Example**

The alphabet is rotated by , matching the mapping above. The encrypted string is .

**Note:** The cipher *only* encrypts letters; symbols, such as -, remain unencrypted.

**Function Description**

Complete the *caesarCipher* function in the editor below.

caesarCipher has the following parameter(s):

* *string s*: cleartext
* *int k*: the alphabet rotation factor

**Returns**

* *string:* the encrypted string

**Input Format**

The first line contains the integer, , the length of the unencrypted string.  
The second line contains the unencrypted string, .  
The third line contains , the number of letters to rotate the alphabet by.

**Constraints**

 is a valid ASCII string without any spaces.

**Sample Input**

11

middle-Outz

2

**Sample Output**

okffng-Qwvb

**Explanation**

Original alphabet: abcdefghijklmnopqrstuvwxyz

Alphabet rotated +2: cdefghijklmnopqrstuvwxyzab

m -> o

i -> k

d -> f

d -> f

l -> n

e -> g

- -

O -> Q

u -> w

t -> v

z -> b

**My Answer :**

#!/bin/python3

import os

# Complete the 'caesarCipher' function below.

# The function is expected to return a STRING.

# The function accepts following parameters:

#  1. STRING s

#  2. INTEGER k

def caesarCipher(s, k):

    # Initialize an empty list to store the result

    result = []

    # Normalize k to be within 0-25 (since the alphabet has 26 letters)

    k = k % 26

    # Iterate over each character in the string

    for char in s:

        # If the character is lowercase

        if 'a' <= char <= 'z':

            # Shift the character and ensure it wraps around within 'a' to 'z'

            shifted\_char = chr(((ord(char) - ord('a') + k) % 26) + ord('a'))

            result.append(shifted\_char)

        # If the character is uppercase

        elif 'A' <= char <= 'Z':

            # Shift the character and ensure it wraps around within 'A' to 'Z'

            shifted\_char = chr(((ord(char) - ord('A') + k) % 26) + ord('A'))

            result.append(shifted\_char)

        else:

            # If it's not a letter, append the character as it is

            result.append(char)

    # Join the list into a string and return it

    return ''.join(result)

if \_\_name\_\_ == '\_\_main\_\_':

    # Open the file to write the result

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    # Read input

    n = int(input().strip())  # length of the string (not needed for the function)

    s = input()  # the unencrypted string

    k = int(input().strip())  # the shift factor

    # Call the caesarCipher function and get the result

    result = caesarCipher(s, k)

    # Write the result to the output file

    fptr.write(result + '\n')

    # Close the file

    fptr.close()

**Mock Test 3 : Palindrome Index**

def palindromeIndex(s):

    # Helper function to check if a string is a palindrome

    def is\_palindrome(string):

        return string == string[::-1]

    n = len(s)

    # Check from both ends of the string

    for i in range(n // 2):

        if s[i] != s[n - i - 1]:

            # If characters don't match, check by removing either character

            if is\_palindrome(s[i + 1:n - i]):

                return i

            elif is\_palindrome(s[i:n - i - 1]):

                return n - i - 1

            else:

                return -1

    return -1  # The string is already a palindrome

if \_\_name\_\_ == '\_\_main\_\_':

    q = int(input().strip())  # Number of queries

    for \_ in range(q):

        s = input().strip()

        print(palindromeIndex(s))

**Day 4 :**

**Qn 1 : Grid Challenge**

Given a square grid of characters in the range ascii[a-z], rearrange elements of each row alphabetically, ascending. Determine if the columns are also in ascending alphabetical order, top to bottom. Return YES if they are or NO if they are not.

**Example**

The grid is illustrated below.

a b c

a d e

e f g

The rows are already in alphabetical order. The columns a a e, b d f and c e g are also in alphabetical order, so the answer would be YES. Only elements within the same row can be rearranged. They cannot be moved to a different row.

**Function Description**

Complete the *gridChallenge* function in the editor below.

gridChallenge has the following parameter(s):

* *string grid[n]:* an array of strings

**Returns**

* *string:* either YES or NO

**Input Format**

The first line contains , the number of testcases.

Each of the next  sets of lines are described as follows:  
- The first line contains , the number of rows and columns in the grid.  
- The next  lines contains a string of length

**Constraints**

*Each string consists of lowercase letters in the range ascii[a-z]*

**Output Format**

For each test case, on a separate line print YES if it is possible to rearrange the grid alphabetically ascending in both its rows and columns, or NO otherwise.

**Sample Input**

STDIN Function

----- --------

1 t = 1

5 n = 5

ebacd grid = ['ebacd', 'fghij', 'olmkn', 'trpqs', 'xywuv']

fghij

olmkn

trpqs

xywuv

**Sample Output**

YES

**Explanation**

The x grid in the  test case can be reordered to

abcde

fghij

klmno

pqrst

uvwxy

This fulfills the condition since the rows 1, 2, ..., 5 and the columns 1, 2, ..., 5 are all alphabetically sorted.

**My Answer :**

import os

def gridChallenge(grid):

    # Sort each row individually

    sorted\_grid = [sorted(row) for row in grid]

    # Check if columns are sorted

    n = len(sorted\_grid)

    # Check each column for order

    for col in range(n):

        for row in range(1, n):

            if sorted\_grid[row][col] < sorted\_grid[row - 1][col]:

                return "NO"

    return "YES"

if \_\_name\_\_ == '\_\_main\_\_':

    # Open the output file to write results

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    # Read number of test cases

    t = int(input().strip())

    for t\_itr in range(t):

        # Read the size of the grid (n x n)

        n = int(input().strip())

        grid = []

        for \_ in range(n):

            # Read each row of the grid

            grid\_item = input().strip()

            grid.append(grid\_item)

        # Call the gridChallenge function to get the result

        result = gridChallenge(grid)

        # Write the result to the output file

        fptr.write(result + '\n')

    # Close the output file

    fptr.close()

**Qn 2 : Recursive Digit Sum**

We define super digit of an integer  using the following rules:

Given an integer, we need to find the *super digit* of the integer.

* If  has only  digit, then its super digit is .
* Otherwise, the super digit of  is equal to the super digit of the sum of the digits of .

For example, the super digit of  will be calculated as:

super\_digit(9875) 9+8+7+5 = 29

super\_digit(29) 2 + 9 = 11

super\_digit(11) 1 + 1 = 2

super\_digit(2) = 2

**Example**

The number  is created by concatenating the string   times so the initial .

superDigit(p) = superDigit(9875987598759875)

9+8+7+5+9+8+7+5+9+8+7+5+9+8+7+5 = 116

superDigit(p) = superDigit(116)

1+1+6 = 8

superDigit(p) = superDigit(8)

All of the digits of  sum to . The digits of  sum to .  is only one digit, so it is the super digit.

**Function Description**

Complete the function *superDigit* in the editor below. It must return the calculated super digit as an integer.

superDigit has the following parameter(s):

* *string n:* a string representation of an integer
* *int k:* the times to concatenate  to make

**Returns**

* *int:* the super digit of  repeated  times

**Input Format**

The first line contains two space separated integers,  and .

**My Answer :**

#!/bin/python3

import math

import os

import random

import re

import sys

#

# Complete the 'superDigit' function below.

#

# The function is expected to return an INTEGER.

# The function accepts following parameters:

#  1. STRING n

#  2. INTEGER k

#

def superDigit(n, k):

    # Helper function to calculate the super digit of a number

    def calculate\_super\_digit(num):

        # If the number has only one digit, return it

        if num < 10:

            return num

        else:

            # Otherwise, calculate the sum of digits and call recursively

            return calculate\_super\_digit(sum(int(digit) for digit in str(num)))

    # Step 1: Calculate the sum of digits of n

    initial\_sum = sum(int(digit) for digit in n)

    # Step 2: Multiply the sum by k (since the number is formed by repeating the string k times)

    total = initial\_sum \* k

    # Step 3: Find the super digit of the resulting total

    return calculate\_super\_digit(total)

if \_\_name\_\_ == '\_\_main\_\_':

    # File pointer to write the result

    fptr = open(os.environ['OUTPUT\_PATH'], 'w')

    # Read input

    first\_multiple\_input = input().rstrip().split()

    # n is the string representation of the number, k is how many times it's repeated

    n = first\_multiple\_input[0]

    k = int(first\_multiple\_input[1])

    # Get the result from the superDigit function

    result = superDigit(n, k)

    # Write the result to the file

    fptr.write(str(result) + '\n')

    # Close the file pointer

    fptr.close()

**Qn 3 : New Year Chaos**

It is New Year's Day and people are in line for the Wonderland rollercoaster ride. Each person wears a sticker indicating their *initial* position in the queue from  to . Any person can bribe the person *directly in front* of them to swap positions, but they still wear their original sticker. One person can bribe *at most two others*.

Determine the minimum number of bribes that took place to get to a given queue order. Print the number of bribes, or, if anyone has bribed more than two people, print Too chaotic.

**Example**

If person  bribes person , the queue will look like this: . Only  bribe is required. Print 1.

Person  had to bribe  people to get to the current position. Print Too chaotic.

**Function Description**

Complete the function *minimumBribes* in the editor below.

minimumBribes has the following parameter(s):

* *int q[n]*: the positions of the people after all bribes

**Returns**

* No value is returned. Print the minimum number of bribes necessary or Too chaotic if someone has bribed more than  people.

**Input Format**

The first line contains an integer , the number of test cases.

Each of the next  pairs of lines are as follows:  
- The first line contains an integer , the number of people in the queue  
- The second line has  space-separated integers describing the final state of the queue.

**Constraints**

**Subtasks**

For  score   
For  score

**Sample Input**

STDIN Function

----- --------

2 t = 2

5 n = 5

2 1 5 3 4 q = [2, 1, 5, 3, 4]

5 n = 5

2 5 1 3 4 q = [2, 5, 1, 3, 4]

**Sample Output**

3

Too chaotic

**Explanation**

**Test Case 1**

The initial state:

![https://s3.amazonaws.com/hr-challenge-images/494/1451665589-31d436ba19-pic11.png](data:image/png;base64,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)

After person  moves one position ahead by bribing person :

![https://s3.amazonaws.com/hr-challenge-images/494/1451665679-6504422ed9-pic2.png](data:image/png;base64,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)

Now person  moves another position ahead by bribing person :
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And person  moves one position ahead by bribing person :
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So the final state is  after three bribing operations.

**Test Case 2**

No person can bribe more than two people, yet it appears person  has done so. It is not possible to achieve the input state.

**My Answer :**

#!/bin/python3

import math

import os

import random

import re

import sys

#

# Complete the 'minimumBribes' function below.

#

# The function accepts INTEGER\_ARRAY q as parameter.

#

def minimumBribes(q):

    bribes = 0

    # Loop through each person in the queue

    for i in range(len(q)-1, -1, -1):

        # Check if this person is more than two positions ahead of their original position

        if q[i] - (i + 1) > 2:

            print("Too chaotic")

            return

        # Count how many times a person has been overtaken by others

        # We only need to check from max(0, q[i]-2) to i-1, since a person can move at most two positions ahead

        for j in range(max(0, q[i] - 2), i):

            if q[j] > q[i]:

                bribes += 1

    print(bribes)

if \_\_name\_\_ == '\_\_main\_\_':

    t = int(input().strip())

    for t\_itr in range(t):

        n = int(input().strip())

        q = list(map(int, input().rstrip().split()))

        minimumBribes(q)

**Mock Test 4 : Truck Tour**

#!/bin/python3

import math

import os

import random

import re

import sys

#

# Complete the 'truckTour' function below.

#

# The function is expected to return an INTEGER.

# The function accepts 2D\_INTEGER\_ARRAY petrolpumps as parameter.

#

def truckTour(petrolpumps):

    total\_surplus = 0  # Total surplus petrol

    current\_balance = 0  # Petrol balance while traversing

    start\_index = 0  # Starting petrol pump index

    for i in range(len(petrolpumps)):

        petrol, distance = petrolpumps[i]

        total\_surplus += petrol - distance

        current\_balance += petrol - distance

        # If current balance is negative, reset the starting point

        if current\_balance < 0:

            start\_index = i + 1

            current\_balance = 0

    # If total surplus is negative, a solution is not possible

    return start\_index if total\_surplus >= 0 else -1

if \_\_name\_\_ == '\_\_main\_\_':

    n = int(input().strip())

    petrolpumps = []

    for \_ in range(n):

        petrolpumps.append(list(map(int, input().rstrip().split())))

    result = truckTour(petrolpumps)

    print(result)